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**Portfolio**

## 1. Assignment Aims

To develop fundamental Procedural Programming skills and create programmatic solutions to a real-world problem involving robotics and automation.

**2. Learning Outcomes**

MLO4, Apply fundamental procedural programming concepts to create programmatical solutions to problems.

MLO5, Implement, test, and debug computer programs using procedural languages.

MLO6, Write documentation using standards and tools commonly used in the industry for documenting procedural programming code.

## 3. Assessment Brief

# Introduction

You are required to submit a Python project that simulates the management of a robotic cell in an industrial setting. In this scenario, robots and human workers collaborate to assemble a product in an organized process. Your program should allow a user (factory supervisor) to manage the operations in the robotic cell, ensuring the robots and workers coordinate efficiently to assemble products step by step.

Your submission should include all files and classes that make up your program in a single ZIP file (including any required libraries). You will also provide a document (maximum 1500 words) containing a description, explanations, and screenshots that demonstrate how your program operates under different scenarios and test cases. The document should focus on the solution’s behaviour, error handling, and justification of design choices.

The assessment includes the standard of the source code (layout, indentation, identifiers, comments, etc.) as well as functionality. Code should follow the usual python conventions, Procedural Programming principles and good practice; the project will also be marked on how well the solution has been designed.

**Project Brief:**

Design and implement a Python program that simulates the coordination between n robots and m workers in a robotic cell to assemble a product. The system should allow the supervisor to manage operations, including assigning tasks, monitoring the status of robots and workers, and tracking the progress of assembly. Your system should support the following functionalities:

**Add and remove robots**: Allow the supervisor to add new robots to the robotic cell or remove existing ones. Each robot should have a unique ID and status (idle, working, or finished task).

**Add and remove workers**: Similar to robots, workers can be added or removed from the system. Each worker should have a unique ID and status (idle, working, or finished task).

**Assign tasks** to robots and workers: Tasks such as welding, assembling, or inspecting need to be assigned to robots and workers. Each task requires specific resources (e.g., 1 robot and 1 worker) and has a time duration before it can be completed. The system should dynamically assign tasks to idle robots and workers.

**Monitor task progress**: Track the progress of each task and update the status of robots and workers in real-time. Tasks should transition from not started to in progress, and finally completed. Once a task is completed, the system should mark the involved robots and workers as idle again, ready for the next task.

**Product management**: The supervisor can assign a product to the robotic cell for assembly. The product should have multiple assembly steps (e.g., welding, assembling, testing). Each step should define the type and number of resources (robots/workers) required and the order in which the steps must be completed.

**Error handling**: Handle situations such as:

Attempting to assign tasks when no robots or workers are available.

Trying to remove robots or workers that are currently engaged in a task.

Overloading the system with more tasks than can be handled by available robots and workers.

**Display status of robots, workers, and tasks**: The system should provide real-time updates on the status of each robot, worker, and task. This includes which tasks are in progress, which are completed, and the status of the robots and workers (idle or busy).

**Report completion of product assembly**: When all tasks required for the product are completed, the system should notify the supervisor that the product has been fully assembled.

**Requirements:**

**Variables, Data Types, and Control Flow (MLO4)**

**Robot and worker data**: Use dictionaries or classes to represent robots and workers. Store their unique IDs and statuses.

**Task management**: Use lists, tuples, or dictionaries to store and track tasks. Each task should store information such as the required number of robots and workers, the task type, and its current status (not started, in progress, completed).

**Product management**: Store the product assembly steps and manage the sequence of task completion. Ensure that robots and workers work on the right tasks in the correct order.

**Control flow**: Implement logic using if, else, while, and for loops to control task assignments, handle errors, and monitor the status of robots and workers. Ensure that the program checks availability of resources before assigning tasks and updates task statuses in real-time.

**Functions (MLO4)**

Break the system down into multiple functions, for example:

* add\_robot(), remove\_robot(): Manage the list of robots and their statuses.
* add\_worker(), remove\_worker(): Manage the list of workers and their statuses.
* assign\_task(): Dynamically assign tasks to available robots and workers. If none are available, the system should wait until resources are freed.
* check\_status(): Monitor the progress of tasks, robots, and workers. This function should regularly update task statuses and report any issues (e.g., idle robots or incomplete tasks).
* assign\_product(): Set up a new product to be assembled, defining the steps required and allocating resources to each step.

**Testing and Debugging (MLO5)**

**Test cases**: Include test cases that demonstrate:

* Adding and removing robots and workers.
* Assigning tasks and completing them.
* Handling errors when no robots or workers are available.
* Monitoring the progress of a multi-step product assembly.

**Error handling**: Test for common errors such as trying to remove robots or workers engaged in tasks or over-assigning tasks.

**Documentation (MLO6)**

 Provide detailed comments in the code, explaining each function, variable, and control flow logic.

 Write a 1500-word document that includes:

* A brief overview of the robotic cell management system.
* How procedural concepts (variables, loops, functions) are applied in the project.
* Testing and error-handling procedures, explaining your approach to simulating tasks and managing resources.
* Justifications for your design choices, tools, and solutions.
* Screenshots demonstrating the system in action, such as adding robots, assigning tasks,

Screenshots demonstrating the program in action (e.g., adding a book, borrowing a book, etc.).

**Submission:**

**Code**: Submit all Python files along with any necessary libraries in a single ZIP file.

**Documentation**: Submit a 1500-word document in Word or pdf format.

**Assessment Criteria:**

**Program Functionality** (25%): How well the program meets the outlined functionality.

**Code Quality** (25%): Use of appropriate data types, loops, and functions, along with efficient code structure.

**Testing and Debugging** (20%): Demonstration of thorough testing and error handling.

**Documentation** (30%): Clarity and completeness of the 1500-word report and in-code documentation.

**Rubrics**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Criteria** | **Excellent (70-100%)** | **Good (60-69%)** | **Satisfactory (50-59%)** | **Needs Improvement (40-49%)** | **Unsatisfactory (<40%)** |
| **1. Program Functionality (25%)**  Does the program fully meet the requirements? | - All features work as specified.  - No logical or runtime errors.  - Extra functionality (e.g., advanced search) or efficiency implemented. | - All core features work as specified.  - Few minor issues or bugs. | - Most core features implemented, though some may be incomplete or not working as intended.  - Some bugs or logical errors. | - Limited implementation of the required features.  - Significant bugs or errors.  - Some tasks incomplete. | - Does not meet core requirements.  - Little to no functionality.  - Frequent crashes or critical issues. |
| **2. Code Structure & Quality (25%)**  Are good programming practices followed (e.g., functions, loops, data types)? | - Code is well-organized, with effective use of functions and control structures.  - Efficient and concise code.  - Excellent use of data types.  - No redundant code. | - Code is well-structured, with appropriate use of functions and control structures.  - Minimal redundancy in the code.  - Good use of data types. | - Code is somewhat structured but may contain redundant sections.  - Functions used but could be more modular.  - Adequate use of control flow and data types. | - Code lacks proper structure, with significant redundancy.  - Insufficient use of functions and control flow.  - Poor choice of data types. | - Code is disorganized and difficult to follow.  - Minimal or no use of functions or control flow.  - Inappropriate data types or poorly implemented logic. |
| **3. Testing and Debugging (20%)**  Are there test cases? How well are errors handled? | -Comprehensive testing with multiple test cases demonstrating each function.  - Exceptional error handling for all possible user inputs or actions. | - Good range of test cases.  - Effective error handling, though some edge cases may be missed. | - Some test cases are provided but are not comprehensive.  - Basic error handling, but may not cover all edge cases. | - Minimal testing provided.  - Little to no error handling. | - No testing provided.  - Frequent crashes or unhandled errors during runtime. |
| **4. Documentation (30%)**  Is the code well-commented? Is the report clear and comprehensive? | - Code is thoroughly and clearly commented.  - The 1500-word document is comprehensive and well-written.  - Screenshots clearly demonstrate program functionality. | - Code is sufficiently commented, though some parts may lack detail.  - The 1500-word document is clear, with some minor details missing.  - Screenshots provided but could be more detailed. | - Code contains minimal comments.  - The 1500-word document is adequate but lacks detail.  - Screenshots provided but may not fully explain functionality. | - Code contains very few or no comments.  - The 1500-word document is vague or incomplete.  - Screenshots are unclear or missing key details. | - No comments in code.  - No 1500-word document or screenshots provided, or they do not explain the project. |